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## Постановка задачи:

В данной работе ставится задача исследования области синтаксического анализатора, подробному изучению существующих синтаксических анализаторов и, самое главное, написанию собственного анализатора.

Основной целью работы является построение дерева разбора (синтаксического дерева), которое отражает синтаксическую структуру входной последовательности. Данная лабораторная работа является продолжением лексического анализатора и дополнена классом Parser. Таким образом на основе анализа выражений, состоящих из литералов, операторов и круглых скобок выполняется группирование токенов исходной программы в грамматические фразы, используемые для синтеза вывода.

Исследуемый код языка представлен ниже:

alist = list(54, 26, 93, 17)

def mergeSort(alist) :

print("Splitting ",alist)

if len(alist) > 1:

mid = len(alist) / 2

lefthalf = alist( :mid )

righthalf = alist( mid: )

mergeSort(lefthalf)

mergeSort(righthalf)

i=0

j=0

k=0

while i < len(lefthalf) and j < len(righthalf) :

if lefthalf(i) < righthalf(j) :

alist(k) = lefthalf(i)

i = i + 1

else :

alist(k) = righthalf(j)

j = j + 1

k = k + 1

while i < len(lefthalf) :

alist(k) = lefthalf(i)

i = i + 1

k = k + 1

while j < len(righthalf) :

alist(k) = righthalf(j)

j = j + 1

k = k + 1

print("Merging ",alist)

mergeSort(alist)

print(alist)

*Листинг. 1.1. Исходный код программы на языке Python*

## **Теоретические сведения:**

Синтаксический анализатор – это часть программы, преобразующей входные данные в структурированный формат; процесс сопоставления линейной последовательности лексем (слов, токенов) естественного или формального языка с его формальной грамматикой, обычно применяемый совместно с лексическим анализом. Парсер выполняет синтаксический анализ текста.

Наиболее часто встречающиеся виды парсеров:

* очередь классифицированных лексем;
* абстрактное дерево;
* иерархические структуры;
* таблицы данных;

Виды парсеров по числу чтений входных данных:

* однопроходные;
* многопроходные.

Исходный код парсера может быть:

* написан программистами;
* сгенерирован специализированными утилитами;

В данной лабораторной работе необходимо реализовать простейший вариант синтаксического анализатора, поэтому будет достаточно использовать однопроходное абстрактное дерево, написанное мной.
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*Пример 2.1. Разбор выражения с преобразованием его структуры из линейной в древовидную (в дерево иерархических зависимостей)*

Типы алгоритмов:

* Нисходящий парсер (англ. top-down parser) — продукции грамматики раскрываются, начиная со стартового символа, до получения требуемой последовательности токенов.
* Метод рекурсивного спуска
* LL-анализатор
* Восходящий парсер (англ. bottom-up parser) — продукции восстанавливаются из правых частей, начиная с токенов и кончая стартовым символом.
* LR-анализатор
* GLR-парсер

При реализации синтаксического анализатора надо все символы, которые могут встретиться в обрабатываемом тексте разбить на группы таким образом, чтобы все символы группы вызывали одинаковую реакцию синтаксического анализатора, то есть это и есть лабораторная работа №1 по разбиению на токены. Затем необходимо выделить состояния синтаксического анализатора. Состояние определяет, какие символы в данный момент могут быть на входе синтаксического анализатора, и какова будет реакция на этот символ. Например, если на вход синтаксического анализатора пришла цифра, то он переходит в состояние «Константа», и до завершения константы (т.е. до появления пробела, знака операции, закрывающей скобки или конца строки) на вход синтаксического анализатора могут приходить только цифры и точка, если константа вещественная. Причём, естественно, точка может встречаться только один раз, что приводит к делению состояния «Константа» на два состояния: «Константа до точки», в котором точка может появиться, и «Константа после точки», в котором появление точки будет считаться ошибкой.

Одно состояние является начальным. Именно с него начинается работа синтаксического анализатора, и одно или несколько состояний должны быть конечными. Далее строиться таблица, которая определяет реакцию синтаксического анализатора на входные символы в зависимости от состояния. Реакция обычно заключается в смене состояния синтаксического анализатора и ещё каких-то действиях, например, запись очередного символа во временную переменную, увеличение или уменьшение уровня вложенности при появлении скобок и т.д.

Обычно в программе синтаксический анализатор реализуется как бесконечный цикл (for ( ; ; ) ) с выходами в случае ошибки или при достижении конца обрабатываемой строки. Внутри цикла пишется условный блок, например, по группам символов, и в каждой части этого условного блока – свой условный блок (или оператор-переключатель) по состояниям синтаксического анализатора.

Если выражение записано верно, то в результате работы синтаксического анализатора должен появиться список лексем (список). Поскольку элементы списка должны иметь одинаковый тип, надо выбрать такую структуру, с помощью которой можно представить все возможные лексемы. Это можно сделать, если, например, каждый элемент списка представляет собой структуру, состоящую из двух полей: тип лексемы и её номер в списке лексем этого типа.

Часть лексем в арифметических и логических выражениях состоят из одного символа, но имена переменных и функций и константы в общем случае состоят из нескольких символов. Поэтому входные символы надо записывать во временную переменную, и когда данная лексема заканчивается, проверять, что она из себя представляет.

Следует помнить, что одна и та же переменная может входить в выражение несколько раз, поэтому каждый раз, когда имя переменной сформировалось, надо проверять, была ли она уже в списке переменных.   
А при достижении конца обрабатываемого выражения надо проверить, что количество открывающих и закрывающих скобок было одинаковым (вложенность = 0).

## Результат работы:

В результате дерево программы имеет следующий вид Рис.3.1
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*Рис. 3.1. Фрагмент дерева*

*Листинг 3.1. Все дерево*
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*Конец листинга 3.1*

## Разбор ошибок

Изменим исходный код программы, сознательно сделав несколько синтаксических ошибок:

1) Не закроем скобку:

alist = list(54, 26, 93, 17)

def mergeSort(alist) :

print("Splitting ",alist)

if len(alist > 1:

mid = len(alist) / 2

lefthalf = alist( :mid )

righthalf = ali

*Листинг. 4.1. Незакрытая скобка в 3й строке*
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*Рис. 4.1. Ошибка отловлена*

2) Добавим число в неожиданное место без оператора:

alist = list(54, 26, 93, 17)

def mergeSort(alist) :

print("Splitting ",alist)

if len(alist > 1) :

mid = len(alist) / 2

lefthalf = alist( :mid )

righthalf = alist( mid: )

mergeSort(lefthalf)

mergeSort(righthalf)

i = 0 9

*Листинг. 4.2. Отсутствие оператора*

![](data:image/png;base64,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)

*Рис. 4.2. Ошибка отловлена*

3) Введем лишние операторы «+»:

def mergeSort(alist) :

print("Splitting ",alist)

if len(alist > 1) :

mid = len(alist) / 2

lefthalf = alist( :mid )

righthalf = alist( mid: )

mergeSort(lefthalf)

mergeSort(righthalf)

i = 0 + + +9

*Листинг. 4.3. Лишний оператор*
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*Рис. 4.3. Ошибка отловлена*

4) Введем аргументы в функцию, не разделяя их запятыми:

…

mergeSort(alist)

print(alist 89 r)

*Листинг. 4.4. Пробуем ввести в случайное место число*
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*Рис. 4.4. Ошибка отловлена*

5) Введем лишний оператор «\*»:

while i < len(lefthalf) and j < len(righthalf) :

if lefthalf(i) < righthalf(j) :

alist(k) = lefthalf(i)

i = i + 1

else :

alist(k+ \*m) = righthalf(j)

j = j + 1

k = k + 1

*Листинг. 4.5. Лишний оператор*
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*Рис. 4.5. Ошибка отловлена*

## 

## Выводы

Сложность синтаксического анализа в доработке лексического анализатора и проверке на вложенность.

Синтаксический анализатор представляет собой вторую фазу компилятора, его основная задача состоит из создания программы, способной создавать синтаксическое дерево, состоящее из списка (list) на языке Python. Это дерево в дальнейшем необходимо для создания виртуальной машины или, другими словами, интерпретатора.

Язык разбора Python — [высокоуровневый язык программирования](https://ru.wikipedia.org/wiki/Высокоуровневый_язык_программирования) общего назначения, ориентированный на повышение производительности разработчика и читаемости кода, в то же время [стандартная библиотека](https://ru.wikipedia.org/wiki/Стандартная_библиотека_Python) включает большой объём полезных функций. Основные архитектурные черты — [динамическая типизация](https://ru.wikipedia.org/wiki/Динамическая_типизация), [автоматическое управление памятью](https://ru.wikipedia.org/wiki/Сборка_мусора_(программирование)), полная [интроспекция](https://ru.wikipedia.org/wiki/Интроспекция_(программирование)), механизм [обработки исключений](https://ru.wikipedia.org/wiki/Обработка_исключений), поддержка [многопоточных вычислений](https://ru.wikipedia.org/wiki/Многопоточность) и удобные высокоуровневые [структуры данных](https://ru.wikipedia.org/wiki/Структура_данных).

Код в Python организовывается в функции и [классы](https://ru.wikipedia.org/wiki/Класс_(программирование)), которые могут объединяться в [модули](https://ru.wikipedia.org/wiki/Модуль_(программирование)) (они в свою очередь могут быть объединены в пакеты).

## Приложение. Код программы

namespace ConsoleApp1

{

class SyntaxAnalizer

{

protected int OpenedBracketsLevel = 0;

protected int CurrentBlockLevel = 0;

public ExpressionNode Analyse(IEnumerable<Token> tokens, out bool startNewBlock, out bool isElifElseNode)

{

OpenedBracketsLevel = 0;

startNewBlock = false;

isElifElseNode = false;

var firstToken = tokens.FirstOrDefault();

if (firstToken?.IsBlockOpeningOperation == true)

{

startNewBlock = true;

isElifElseNode = firstToken.TokenType == TokenTypes.ELSE || firstToken.TokenType == TokenTypes.ELIF;

if (tokens.LastOrDefault()?.TokenType != Token.TokenTypes.COLON)

{

var t = tokens.LastOrDefault();

throw new SyntaxErrorException("colon expected", t.Value, t.CodeLineIndex, t.CodeLineNumber);

}

}

ExpressionNode root = BuildTree(tokens);

if (OpenedBracketsLevel != 0)

{

throw new SyntaxErrorException("brackets do not match", tokens.Last().Value, tokens.Last().CodeLineIndex, tokens.Last().CodeLineNumber);

}

return root;

}

protected ExpressionNode BuildTree(IEnumerable<Token> tokens, ExpressionNode parent = null)

{

ExpressionNode root = null;

ExpressionNode left = null;

Token token = tokens.FirstOrDefault();

if (token is null)

return null;

if (token.IsConstant || token.TokenType == Token.TokenTypes.ID || token.TokenType == Token.TokenTypes.BUILT\_IN\_FUNCTION)

{

left = new ExpressionNode()

{

Operator = token,

Type = ExpressionNode.TokensToExpressionTypes.GetOrDefault(token.TokenType, ExpressionNode.ExpressionTypes.UNKNOWN)

};

var tt = tokens.ElementAtOrDefault(1)?.TokenType;

if (tt == Token.TokenTypes.OPENING\_ROUND\_BRACKET)

{

root = left;

left = null;

root.Type = ExpressionNode.ExpressionTypes.FUNCTION\_CALL;

root.Right = BuildTree(tokens.Skip(1));

}

else if (tt == Token.TokenTypes.COLON)

{

root = left;

left = null;

root.Right = BuildTree(tokens.Skip(2));

// TODO: maybe throw error here if there is something after COLON

}

else

{

root = BuildTree(tokens.Skip(1));

left.Parent = root;

}

}

else if (token.IsOpeningBracket)

{

this.OpenedBracketsLevel++;

root = BuildTree(tokens.Skip(1));

root.OperatorPriority++;

}

else if (token.IsClosingBracket)

{

this.OpenedBracketsLevel--;

root = BuildTree(tokens.Skip(1));

if (root != null)

root.OperatorPriority--;

}

else if (token.IsOperation)

{

root = new ExpressionNode()

{

Operator = token,

Type = ExpressionNode.TokensToExpressionTypes.GetOrDefault(token.TokenType, ExpressionNode.ExpressionTypes.UNKNOWN)

};

if (token.TokenType == Token.TokenTypes.MULTIPLICATION || token.TokenType == Token.TokenTypes.DIVISION)

{

root.OperatorPriority++;

}

root.Right = BuildTree(tokens.Skip(1), root);

}

if (root is null)

{

if (left is null)

return null;

left.Parent = parent;

return left;

}

root.Parent = parent;

if (left != null)

root.InsertDeepLeft(left);

if (root.Right != null && root.Operator.IsOperation && root.Right.Operator.IsOperation && root.OperatorPriority > root.Right.OperatorPriority)

return root.LeftRotation();

return root;

}

public static ExpressionNode ValidateNode(ExpressionNode node)

{

switch (node.Type)

{

case ExpressionNode.ExpressionTypes.BINARY\_OPERATION:

if (node.Left == null || node.Right == null)

{

throw new SyntaxErrorException(

"binary operation lacks operand",

node.Operator.Value,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

}

break;

case ExpressionNode.ExpressionTypes.BLOCK\_OPENING\_CONDITIONAL\_OPERATION:

if (node.Left != null || node.Right == null)

throw new SyntaxErrorException(

"conditional operator wrong usage",

node.Operator.Value,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

break;

case ExpressionNode.ExpressionTypes.UNKNOWN:

throw new SyntaxErrorException(

"unknown expression",

node.Operator.Value,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

case ExpressionNode.ExpressionTypes.OPERAND:

if (node.Left != null)

throw new SyntaxErrorException(

"unknown operator",

node.Operator.Value,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

break;

default:

break;

}

return node;

}

public class SyntaxErrorException : FormatException

{

public string Value { get; set; }

public int PositionInLine { get; set; }

public int LineNumber { get; set; }

public SyntaxErrorException(string message, string value, int positionInLine, int lineNumber) : base(message)

{

Value = value;

PositionInLine = positionInLine;

LineNumber = lineNumber;

}

}

public class ExpressionNode

{

public ExpressionNode Left = null;

public Token Operator = null;

public ExpressionTypes Type;

public int OperatorPriority = 0;

public ExpressionNode Right = null;

public ExpressionNode Parent = null;

public TreeList<ExpressionNode> Block = new TreeList<ExpressionNode>(null);

public ExpressionNode LeftRotation()

{

ExpressionNode newRoot = new ExpressionNode()

{

Right = this.Right.Right,

Operator = this.Right.Operator,

Type = this.Right.Type,

Parent = this.Parent

};

newRoot.Left = new ExpressionNode()

{

Left = this.Left,

Right = this.Right.Left,

Operator = this.Operator,

Type = this.Type,

Parent = newRoot

};

return newRoot;

}

public void InsertDeepLeft(ExpressionNode node)

{

ExpressionNode temp = this;

while (!(temp.Left is null))

{

temp = temp.Left;

}

temp.Left = node;

}

public override string ToString()

{

return $"({Operator.ToString()})";

}

public enum ExpressionTypes

{

UNKNOWN,

UNARY\_OPERATION,

BINARY\_OPERATION,

BLOCK\_OPENING\_CONDITIONAL\_OPERATION,

BLOCK\_OPENING\_OPERATION,

FUNCTION\_CALL,

FUNCTION\_DEF,

OPERAND

};

public static Dictionary<TokenTypes, ExpressionTypes> TokensToExpressionTypes = new Dictionary<TokenTypes, ExpressionTypes>()

{

[TokenTypes.ASSIGN] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.COMMA] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.DOT] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.IF] = ExpressionTypes.BLOCK\_OPENING\_CONDITIONAL\_OPERATION,

[TokenTypes.ELIF] = ExpressionTypes.BLOCK\_OPENING\_CONDITIONAL\_OPERATION,

[TokenTypes.ELSE] = ExpressionTypes.BLOCK\_OPENING\_OPERATION,

[TokenTypes.FOR] = ExpressionTypes.BLOCK\_OPENING\_CONDITIONAL\_OPERATION,

[TokenTypes.WHILE] = ExpressionTypes.BLOCK\_OPENING\_CONDITIONAL\_OPERATION,

[TokenTypes.PLUS] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.MINUS] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.MODULE] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.DIVISION] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.MULTIPLICATION] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.NOT] = ExpressionTypes.UNARY\_OPERATION,

[TokenTypes.AND] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.OR] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.IN] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.LOWER] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.LOWER\_OR\_EQUAL] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.GREATER] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.GREATER\_OR\_EQUAL] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.NOT\_EQUAL] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.EQUAL] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.FUNCTION\_DEFINITION] = ExpressionTypes.FUNCTION\_DEF,

[TokenTypes.STRING\_CONST] = ExpressionTypes.OPERAND,

[TokenTypes.INT\_NUM] = ExpressionTypes.OPERAND,

[TokenTypes.FLOAT\_NUM] = ExpressionTypes.OPERAND,

[TokenTypes.ID] = ExpressionTypes.OPERAND,

[TokenTypes.BUILT\_IN\_FUNCTION] = ExpressionTypes.OPERAND,

[TokenTypes.COLON] = ExpressionTypes.BLOCK\_OPENING\_OPERATION

};

}

}

}

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Text.RegularExpressions;

using System.Threading.Tasks;

using static ConsoleApp1.Token;

using static ConsoleApp1.LexicalAnalizer;

using ConsoleTables;

namespace ConsoleApp1

{

class Program

{

static void PrintTokensDictionary(Dictionary<string, Token> dictionary)

{

ConsoleTable consoleTable = new ConsoleTable("TOKEN", "DESCRIPTION");

foreach (Token token in dictionary.Values)

{

consoleTable.AddRow(token.Value, token.DescriptionString);

}

consoleTable.Write();

}

static string PrintNodeWithChildren(SyntaxAnalizer.ExpressionNode node, string indentation)

{

if (node == null)

{

return "";

}

SyntaxAnalizer.ValidateNode(node);

StringBuilder stringBuilder = new StringBuilder();

stringBuilder.AppendLine($"{indentation} {node.Operator.Value}");

if (node.Left != null)

stringBuilder.Append(PrintNodeWithChildren(node.Left, indentation + "\\"));

if (node.Right != null)

stringBuilder.Append(PrintNodeWithChildren(node.Right, indentation + "\\"));

return stringBuilder.ToString();

}

static void PrintSyntaxTree(IEnumerable<SyntaxAnalizer.ExpressionNode> nodes, int nestingLevel = 1)

{

string indentation = new String('|', nestingLevel);

foreach (var node in nodes)

{

Console.Write(PrintNodeWithChildren(node, indentation));

Console.WriteLine(indentation);

PrintSyntaxTree(node.Block, nestingLevel+1);

}

}

static string errorDescription(int indexInCodeLine, string codeLine)

{

StringBuilder stringBuilder = new StringBuilder(codeLine);

stringBuilder.AppendLine();

stringBuilder.Append(new string(' ', indexInCodeLine));

stringBuilder.Append('^');

return stringBuilder.ToString();

}

static void DoTheJob(IEnumerable<string> codeLines)

{

Dictionary<string, Token> constants = new Dictionary<string, Token>();

Dictionary<string, Token> variables = new Dictionary<string, Token>();

Dictionary<string, Token> operators = new Dictionary<string, Token>();

Dictionary<string, Token> keywords = new Dictionary<string, Token>();

List<LexicalError> errors = new List<LexicalError>();

// running lexical analysis

TreeList<SyntaxAnalizer.ExpressionNode> tree = new TreeList<SyntaxAnalizer.ExpressionNode>(null);

TreeList<SyntaxAnalizer.ExpressionNode> currentBlock = tree;

int lineNumber = 0;

SyntaxAnalizer sa = new SyntaxAnalizer();

LexicalAnalizer la = new LexicalAnalizer();

int previousLineIndentation = 0;

foreach (string line in codeLines)

{

Construction construction = la.AnaliseLine(line, lineNumber);

if (construction.Tokens.Count == 0)

{

lineNumber++;

continue;

}

for (int i = 0; i < construction.Tokens.Count; i++)

{

Token token = construction.Tokens[i];

if (token.IsReservedIdToken)

keywords.TryAdd(token.Value, token);

else if (token.IsOperation)

operators.TryAdd(token.Value, token);

else if (token.IsConstant)

constants.TryAdd(token.Value, token);

else if (token.TokenType != TokenTypes.UNKNOWN)

{

variables.TryAdd(token.Value, token);

}

}

if (construction.HasErrors)

{

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine("\t\t ERRORS");

Console.ResetColor();

foreach (LexicalError error in construction.Errors)

{

Console.WriteLine($"line {error.CodeLineNumber + 1} char {error.IndexInCodeLine + 1} :: {error.ErrorType}");

Console.WriteLine(error.Description);

}

Console.Read();

Environment.Exit(1);

}

SyntaxAnalizer.ExpressionNode node = null;

bool isElifElseNode = false;

bool newBlockToOpen = false;

node = sa.Analyse(construction.Tokens, out newBlockToOpen, out isElifElseNode);

int indentationDiff = previousLineIndentation - construction.Indentation;

if (indentationDiff > 0)

{

for (int i = previousLineIndentation-1; i >= construction.Indentation; i--)

{

currentBlock = currentBlock.Parent;

if (currentBlock.Indentation == i)

break;

}

// currentBlock = currentBlock.Parent; // TODO: create parent relationship between BLOCKS to support >1 level nesting

if (node.Operator.IsElif && !currentBlock.Last().Operator.IsIf)

{

throw new SyntaxAnalizer.SyntaxErrorException(

"elif block not allowed here",

node.Operator.Value,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

}

else if (node.Operator.IsElse && !(currentBlock.Last().Operator.IsIf || currentBlock.Last().Operator.IsElif))

{

throw new SyntaxAnalizer.SyntaxErrorException(

"else block not allowed here",

line,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

}

}

previousLineIndentation = construction.Indentation;

lineNumber++;

if (newBlockToOpen)

{

if ((node.Operator.IsElif || node.Operator.IsElse) && !currentBlock.Last().Operator.IsIf && !currentBlock.Last().Operator.IsElif)

{

throw new SyntaxAnalizer.SyntaxErrorException(

"lacks IF clause for elif|else block to appear",

node.Operator.Value,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

}

currentBlock.Add(node);

currentBlock.Last().Block = new TreeList<SyntaxAnalizer.ExpressionNode>(currentBlock);

currentBlock = currentBlock.Last().Block;

currentBlock.Indentation = construction.Indentation;

continue;

}

currentBlock.Add(node);

}

if (errors.Any())

{

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine("\t\t ERRORS");

Console.ResetColor();

foreach (LexicalError error in errors)

{

Console.WriteLine($"line {error.CodeLineNumber + 1} char {error.IndexInCodeLine + 1} :: {error.ErrorType}");

Console.WriteLine(error.Description);

}

}

Console.WriteLine("SYNTAX TREE:\n");

PrintSyntaxTree(tree);

// console tables output block

Console.WriteLine("\n \t\t CONSTANTS");

PrintTokensDictionary(constants);

Console.WriteLine("\n \t\t VARIABLES");

PrintTokensDictionary(variables);

Console.WriteLine("\n \t\t KEYWORS");

PrintTokensDictionary(keywords);

Console.WriteLine("\n \t\t OPERATORS");

PrintTokensDictionary(operators);

}

static void Main(string[] args)

{

Console.OutputEncoding = System.Text.Encoding.UTF8;

string FILENAME = @"D:/Documents/Univer/6\_sem/MTRANS/lab2/ConsoleApp1/test.py";

IEnumerable<string> codeLines = System.IO.File.ReadLines(FILENAME);

try

{

DoTheJob(codeLines);

}

catch (SyntaxAnalizer.SyntaxErrorException e)

{

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine($"SYNTAX ERROR {e.Message}");

Console.ResetColor();

Console.WriteLine($"line {e.LineNumber} char {e.PositionInLine}:");

Console.WriteLine(errorDescription(e.PositionInLine, codeLines.ElementAt(e.LineNumber).Trim()));

}

catch (InvalidOperationException e)

{

Console.WriteLine($"SYNTAX ERROR {e.Message}");

Console.WriteLine("block opening element has nothing in its block!");

}

Console.Read();

}

}

}